**3.1 CORPUS CREATION**

Using the corpus, we can build a sentiment classifier that will determine the positive, negative and neutral sentiments for a document. To perform sentiment analysis we created our own corpus. The data for finding sentiment is usually present on web like Hindi articles. Therefore Hindi articles were used to extract words. Those words were further translated into English. We used the VADER(valence aware dictionary and sentiment reasoner) created by Hutto, C.J. and Gilbert , E.E. which is a tool for sentiment analysis that is lexical and rule based. that is used for sentiment analysis of text which has both the negative as well as positive polarity. After finding the polarity of the English words using VADER , these were translated back to Hindi language. A database was used to store the Hindi words along with their respective polarity. It consist of two columns for word and polarity. If the polarity of the word is greater then zero it is stored in positive polarity , if polarity is less than zero it is stored in negative polarity else it is stored in neutral polarity. Also the synonyms and antonyms of the words are stored along with their polarity using web scraping.

1. Web scraping to extract words

|  |
| --- |
| for url in url\_list: |
|  | r = requests.get(url) |
|  | htmlContent = r.content |
|  |  |
|  | soup = BeautifulSoup(htmlContent, 'html.parser') |
|  |  |
|  | text = soup.get\_text() |
|  | l = text.split() # all website content |
|  | l2 = [] # all hindi content from the website |
|  | list = [] # final list |
|  |  |
|  | for element in l: |
|  | # devnagiri unicode : \u0900 to \u0963 and \u0972 to \u097f |
|  | if '\u0900' <= element <= '\u0963' or '\u0972' <= element <= '\u097f': |
|  | l2.append(element) |
|  |  |
|  | print('Creating sublists with hindi words and their respective polarities...') |
|  | for word in l2: |
|  | temp\_list = [] # for sublists |
|  | sia = SentimentIntensityAnalyzer() |
|  | eng\_word = hin\_to\_eng(word) |
|  | polarity = sia.polarity\_scores(eng\_word).get('compound') |
|  | temp\_list.append(word) |
|  | temp\_list.append(polarity) |
|  |  |
|  |  |
|  | cursorObj.execute('''INSERT INTO chatbot(word, polarity) VALUES (?, ?)''', temp\_list) |
|  |  |
|  | con.commit() |
|  |  |
|  | list.append(temp\_list) |
|  | print(temp\_list) |
|  |  |
|  | print('\nURL: ', url, '\nDATA STORED IN DATABASE SUCCESSFULLY\n') |

1. Web scraping to extract synonyms and antonyms of the previously stored words in the database

|  |
| --- |
| for i , j in dict\_words.items(): |
|  | eng\_word = hin\_to\_eng(i) |
|  | #print(eng\_word) |
|  | api\_url = 'https://api.api-ninjas.com/v1/thesaurus?word={}'.format(eng\_word) |
|  | response = requests.get(api\_url, headers={'X-Api-Key': 'xgCnBVIqBPJa5D9C0PFJHw==GCGiHFsbH3vJqxFy'}) |
|  | if response.status\_code == requests.codes.ok: |
|  | syn\_ant=response.text # a list of tuples |
|  | res = json.loads(syn\_ant) # dictionary |
|  |  |
|  | for k , l in res.items(): |
|  | if k=="synonyms": |
|  | for m in l: |
|  | temp\_list1=[] #for sub\_lists for synonyms |
|  | hin\_word=eng\_to\_hin(m) |
|  | # devnagiri unicode : \u0900 to \u0963 and \u0972 to \u097f |
|  | if '\u0900' <= hin\_word <= '\u0963' or '\u0972' <= hin\_word <= '\u097f': |
|  | temp\_list1.append(hin\_word) |
|  | temp\_list1.append(j) |
|  | cursorObj.execute('''INSERT INTO chatbot(word, polarity) VALUES (?, ?)''', temp\_list1) |
|  | print("iteration completed for synonyms") |
|  | con.commit() |
|  | elif k=="antonyms": |
|  | for m in l: |
|  | temp\_list2=[]# for sub\_lists for antonyms |
|  | hin\_word=eng\_to\_hin(m) |
|  | # devnagiri unicode : \u0900 to \u0963 and \u0972 to \u097f |
|  | if '\u0900' <= hin\_word <= '\u0963' or '\u0972' <= hin\_word <= '\u097f': |
|  | temp\_list2.append(hin\_word) |
|  | temp\_list2.append(j\*(-1)) |
|  | cursorObj.execute('''INSERT INTO chatbot(word, polarity) VALUES (?, ?)''', temp\_list2) |
|  | print("iteration completed for antonyms") |
|  | con.commit() |
|  | else: |
|  | print("Error:", response.status\_code, response.text) |
|  |  |
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**3.2Applied rules**

**3.2.1 Pre-processing phase**

The dataset present on web consist of numbers , one length terms and all which mostly don’t contribute in sentiment analysis therefore such data are thoroughly processed to remove unwanted content. This phase contributes to sentence segmentation where paragraph are segmented into sentences. Further sentence tokenization is carried out where tokens are taken out of the sentence. Lastly stop words are removed as they don’t play major part in sentiment extraction.

* + 1. **Negation rule**

The negation operator (नहीं ,न,etc) present in the text inverts the sentimental meaning of the word following the negation words. The method to handle negation in sentiment analysis include considering a window of words of a fix size (typically 4 to 6) coming across the negation operator and reversing the polarity of all the words in the window. “ ! “ symbol is added to every word in the window for reversing it till either the sentence is completed or an violating expectation or a contrast or conjunction or a delimiter is encountered. Negation may be applied either in forward or in backward direction based on sentence structure.

**CASE 1:** ifa sentence has only one single negate word then all the words before the negation word are negated and the reverse polarity of the negated words are considered.

**Example :** ![](data:image/png;base64,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)
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**CASE 2 :** Forward negation is applied when a sentence has a negate word, conjunction and index of conjunction is more than the index of negated word . All the words after the conjunction will be negated.

**Examples :**
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**CASE 3 :** If a sentence has “न” multiple times in sub-sentences separated by commas. For each “न” the negation is applied in forward direction until a delimiter is encountered.

**Examples :**
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|  |
| --- |
|  |
| def negation(string): |
|  | neg\_count = 0 |
|  | conj\_count = 0 |
|  | conj\_list = ['और', 'कि', 'लेकिन', 'पर', 'मगर', 'चाहे', 'या', 'तो', 'क्योंकि', 'जब कि', 'एवं', 'इसलिए', 'या फिर', 'नहीं तो', 'जैसे कि'] |
|  | neg\_list = ['नहीं', 'न', 'नदारद'] |
|  | # example\_string = 'यह मूवी अच्छी नहीं है' |
|  | # example\_string = 'पूरी फ़िल्म इस तरह की नहीं बन पायी कि आम आदमी उसे पूरे समय रुचि से देखे' |
|  | # example\_string = 'न कहानी ढंग की है, न ही पटकथा और न ही निर्देशन' |
|  |  |
|  |  |
|  |  |
|  | string\_list = string.split() |
|  |  |
|  | for i in neg\_list: |
|  | for j in string\_list: |
|  | if i == j: |
|  | neg\_count += 1 |
|  | # print(i, ' --> negative count = ', neg\_count) |
|  |  |
|  | for i in conj\_list: |
|  | for j in string\_list: |
|  | if i == j: |
|  | conj\_count += 1 |
|  | # print(i, ' --> conjunction count = ', conj\_count) |
|  |  |
|  |  |
|  |  |
|  |  |
|  | # case 1: if sentence has only one negative word |
|  | # example\_string = 'यह मूवी अच्छी नहीं है' |
|  | if neg\_count >= 1 and conj\_count == 0: |
|  | for i in neg\_list: |
|  | if i in string\_list: |
|  | for j in range(string\_list.index(i)): |
|  | string\_list[j] = '!' + string\_list[j] |
|  |  |
|  | for i in neg\_list: |
|  | for j in string\_list: |
|  | if i == j: |
|  | string\_list.remove(j) |
|  | return string\_list |
|  | # case 2: if index of conjunction is greater than that of negative word |
|  | # example\_string = 'पूरी फ़िल्म इस तरह की नहीं बन पायी कि आम आदमी उसे पूरे समय रुचि से देखे' |
|  | elif neg\_count == 1 and conj\_count == 1: |
|  | for i in conj\_list: |
|  | for j in neg\_list: |
|  | if i in string\_list and j in string\_list and string\_list.index(i) > string\_list.index(j): |
|  | for j in range(string\_list.index(i) + 1, len(string\_list)): |
|  | string\_list[j] = '!' + string\_list[j] |
|  | for i in neg\_list: |
|  | for j in string\_list: |
|  | if i == j: |
|  | string\_list.remove(j) |
|  | return string\_list |
|  | # case 3: if sentence has 'न' multiple times, separated by commas |
|  | # example\_string = 'न कहानी ढंग की है, न ही पटकथा और न ही निर्देशन' |
|  | elif neg\_count > 1 and conj\_count >= 1: |
|  | for i in range(len(string\_list)): |
|  | if '!' in string\_list[i]: |
|  | string\_list[i] = string\_list[i][1:] |
|  | if string\_list[i] in neg\_list or string\_list[i] in conj\_list: |
|  | string\_list[i] = string\_list[i] |
|  | else: |
|  | string\_list[i] = '!' + string\_list[i] |
|  | for i in neg\_list: |
|  | for j in string\_list: |
|  | if i == j: |
|  | string\_list.remove(j) |
|  | return string\_list |
|  | else: |
|  | return False |
|  |  |
|  | # print(negation('यह मूवी अच्छी नहीं है')) |
|  | # print(negation('पूरी फ़िल्म इस तरह की नहीं बन पायी कि आम आदमी उसे पूरे समय रुचि से देखे')) |
|  | # print(negation('न कहानी ढंग की है, न ही पटकथा और न ही निर्देशन')) |
|  |  |

* + 1. **Discourse relation**
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Conj\_Infer tend to draw a conclusion therefore the discourse segment following them are given more weight.

![](data:image/png;base64,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)

|  |
| --- |
| #conjunction\_list1 for conj\_after words |
|  | conjunction\_list1 = ["और", "व", "तथा", "एवं", \ |
|  | "यदि", "अगर", "तो", "चूंकि ", \ |
|  | "क्योंकि", "लेकिन", "परन्तु", "मगर", "पर", "फिर भी", \ |
|  | "ताकि", "अथवा", "या", "या तो", "या फिर", "वरना", \ |
|  | "के बजाय",'बावजूद'] |
|  | #conjunction\_list2 for conj\_infer or conclusive conjunction |
|  | conjunction\_list2=["इसीलिए"] |
|  |  |
|  | def discourse\_relation(sentence): |
|  | sentence\_in\_list=sentence.split() |
|  |  |
|  |  |
|  | # any func to check the existence of conjunction in sentence |
|  | check1=any(item in sentence\_in\_list for item in conjunction\_list1) |
|  | check2=any(item in sentence\_in\_list for item in conjunction\_list2) |
|  |  |
|  | #case1 for conj\_after |
|  | if check2: |
|  | for i in sentence\_in\_list: |
|  | for j in conjunction\_list2: |
|  | if(i==j): |
|  | return sentence\_in\_list[sentence\_in\_list.index(i)+1: ] |
|  |  |
|  | #case2 for conj\_infer |
|  | elif check1: |
|  | for i in sentence\_in\_list: |
|  | for j in conjunction\_list1: |
|  | if(i==j): |
|  | del sentence\_in\_list[:sentence\_in\_list.index(i)+1] |
|  | return sentence\_in\_list |
|  | else: |
|  | return sentence\_in\_list |
|  |  |
|  |  |
|  | # print(discourse\_relation("कहने को तो यह दो घंटे की फिल्म है लेकिन यह दो घंटे किसी सजा से कम नहीं है")) |
|  | # print(discourse\_relation("जो भी कहो कुल मिलाकर ब्रेक के बाद ब्रेक से पिछली ही अच्छी है")) |
|  | #print(discourse\_relation("वो लड़की बहुत अच्छी है")) |
|  | #print(discourse\_relation("तुम नहीं आये इसीलिए मैं भी नहीं गयी।")) |
|  | #print(discourse\_relation("तुम गलत हो कुल मिलाकर यह अच्छा है।")) |
|  | # print(discourse\_relation('मैं बदसूरत लड़का हूँ')) |

* + 1. **Intensifiers**

In grammar , intensifiers are those words that are added in front of an adjective or adverb and thus they make their meaning more stronger.

Examples : अत्यधिक , बहुत etc

Therefore as an adjective or adverb having intensifiers in front of them will have the polarity twice their previous polarity.

|  |
| --- |
| intensifiers\_list = ["बिल्कुल", "अत्यधिक", "बहुत"] |
|  |  |
|  | def intensifiers(input): |
|  | word\_list = input.split() |
|  | for i in range(len(intensifiers\_list)): |
|  | for j in range(len(word\_list)): |
|  | if intensifiers\_list[i] == word\_list[j]: |
|  | word\_list[j+1] = "\*" + word\_list[j+1] |
|  |  |
|  | if("बहुत" in word\_list): |
|  | word\_list.remove("बहुत") |
|  | # print(word\_list) |
|  |  |
|  | if("बिल्कुल" in word\_list): |
|  | word\_list.remove("बिल्कुल") |
|  | # print(word\_list) |
|  |  |
|  | if("अत्यधिक" in word\_list): |
|  | word\_list.remove("अत्यधिक") |
|  | # print(word\_list) |
|  |  |
|  | return word\_list |

* 1. **Use of slangs**

Slangs abbreviations are mostly used by the Internet users in their messages. Slang is a type of language of non-standard words and phrases such as “gr8”, “smh”, “xoxo”. The primary motivation behind using slang words includes its usefulness as it becomes easy for others to interpret and saves a lot of time. There exists large number of slangs that are categorized as positive or negative in terms of sentiment in chat. Therefore detection, translation and identification of slang's polarity have become very important.

Therefore Previous database is used for handling slangs in this project that stores around 35 slang words that are generally in use in our chat and are assigned tentative polarity.

**4. Creation co-occurrence relation**

Co-occurrence analysis is a technique often used in text mining , comparative genomics and promoter analysis. For our evaluation, we considered a collection of Hindi articles from web. Before using that text , pre processing was done by removing the stop words from the dataset as they don’t take part in further processing.

Secondly Bi-gram language model was used that includes finding bigrams which are two words such as “ is awesome” , “ user friendly” occurring together in any dataset. Using this model co-occurrence words in our dataset were fetched , their polarity was calculated using VADER. If the polarity was non- zero then the co-occurrence word was stored in a co-occurrence table in our database else it was skipped.

|  |
| --- |
|  |
| from nltk.sentiment import SentimentIntensityAnalyzer |
|  | from translator import eng\_to\_hin, hin\_to\_eng |
|  | import sqlite3 |
|  | import codecs |
|  |  |
|  | comparo\_list = [] |
|  | con = sqlite3.connect('chatbot.db') |
|  | cursorObj = con.cursor() |
|  |  |
|  |  |
|  | with codecs.open('co\_occurrence\_testfile.txt', encoding='utf-8') as f: |
|  | content = f.read() |
|  |  |
|  | print('Data read from file...') |
|  |  |
|  | sentences = content.split('। ') |
|  |  |
|  | print('Removing unwanted symbols from content...') |
|  | for sentence in sentences: |
|  | if '।' in sentence: |
|  | sentence = sentence.replace('।', '') |
|  | elif '\"' in sentence: |
|  | sentence = sentence.replace('\"', '') |
|  | elif '\'' in sentence: |
|  | sentence = sentence.replace('\'', '') |
|  | elif ',' in sentence: |
|  | sentence = sentence.replace(',', '') |
|  |  |
|  | words\_list = sentence.split() |
|  |  |
|  | for i in range(len(words\_list)): |
|  | if words\_list[i] != 'sw' and words\_list[i-1] != 'sw': |
|  | t = (words\_list[i-1], words\_list[i]) |
|  | comparo\_list.append(t) |
|  |  |
|  |  |
|  | print('Converting tuples into string...') |
|  | for i in comparo\_list: |
|  | str = ' ' |
|  | str = str.join(i) |
|  | comparo\_list[comparo\_list.index(i)] = str |
|  |  |
|  |  |
|  | print('Fetching polarity of co-occurring words...') |
|  | for i in comparo\_list: |
|  | sia = SentimentIntensityAnalyzer() |
|  | eng\_word = hin\_to\_eng(i) |
|  | polarity = sia.polarity\_scores(eng\_word).get('compound') |
|  | if polarity != 0.0: |
|  | co\_oc\_list = [] |
|  | print(i, ' --> ', polarity) |
|  | co\_oc\_list.append(i) |
|  | co\_oc\_list.append(polarity) |
|  | cursorObj.execute('''INSERT INTO co\_occurrence\_words(word, polarity) VALUES (?, ?)''', co\_oc\_list) |
|  | con.commit() |
|  | else: |
|  | print('Word NOT found') |
|  |  |
|  | print('\nPROCESS COMPLETE') |
|  |  |

**5. Implementation**

Initially input was taken from the user and the polarity of each word was taken out of the corpus developed by us. The rules mentioned above, such as removal of stop words, negation and discourse relation handling, handling intensifiers, slangs were applied. A co-occurrence table was developed that consists of co-occurrence words and their polarity in the dataset. Bi-gram method is then applied to the processed sentence that gives the co-occurrence words present in that sentence. These words are then inserted in the co-occurrence table if polarity is non-zero.

If a word is present in the created database, the total polarity will be calculated by adding the word's polarity in the database, its co-occurrence polarity (if any), and its polarity after applying intensifiers (if any). If it isn't present in the database, its total polarity will be calculated by translating it to English, adding the fetched compound polarity and its polarity after intensifiers (if any).

|  |
| --- |
|  |
| def total\_polarity(words): |
|  | import intensifiers |
|  | from nltk.sentiment import SentimentIntensityAnalyzer |
|  | from translator import hin\_to\_eng |
|  | from discourse\_relation import discourse\_relation |
|  | from negation import negation |
|  | from polarity\_finder import polarity\_finder |
|  | from co\_occurrence\_polarity import co\_occurrence\_polarity |
|  |  |
|  |  |
|  | # words = "मैं बहुत बदसूरत लड़का हूँ" |
|  | # words = "मैं बदसूरत लड़का पहुंच गई हूँ" |
|  | polarity\_after\_intensifiers = 0.0 |
|  | total\_polarity = 0.0 |
|  | co\_oc\_polarity = 0.0 |
|  |  |
|  |  |
|  | ################################## DISCOURSE RELATION ######################################## |
|  |  |
|  | discourse\_list = discourse\_relation(words) |
|  | discourse\_str = ' ' |
|  | discourse\_str = discourse\_str.join(discourse\_list) |
|  |  |
|  |  |
|  | ################################ NEGATION, INTENSIFIERS AND CO-OCCURRENCE WORDS ################################### |
|  |  |
|  | string\_list = discourse\_str.split() |
|  | post\_negation\_list = negation(discourse\_str) |
|  | co\_oc\_list = [] |
|  | final\_list = [] |
|  |  |
|  | if negation(discourse\_str) != False: |
|  | for i in post\_negation\_list: |
|  | temp\_list = [] |
|  | if polarity\_finder(i) == None: |
|  | sia = SentimentIntensityAnalyzer() |
|  | eng\_word = hin\_to\_eng(i) |
|  | polarity = sia.polarity\_scores(eng\_word).get('compound') |
|  | if '!' in i: |
|  | polarity = polarity \* -1 |
|  | i = i.replace('!', '') |
|  | temp\_list.append(i) |
|  | temp\_list.append(polarity) |
|  | else: |
|  | temp\_list.append(i) |
|  | temp\_list.append(polarity) |
|  |  |
|  | final\_list.append(temp\_list) |
|  | else: |
|  | polarity = polarity\_finder(i) |
|  | temp\_list.append(i) |
|  | temp\_list.append(polarity) |
|  | final\_list.append(temp\_list) |
|  | for i in final\_list: |
|  | total\_polarity = total\_polarity + i[1] |
|  |  |
|  | else: |
|  | after\_intensifiers = intensifiers.intensifiers(discourse\_str) |
|  |  |
|  | for i in after\_intensifiers: |
|  | if i[0] == "\*": |
|  | j = i[1:] |
|  | if polarity\_finder(j) == None: |
|  | sia = SentimentIntensityAnalyzer() |
|  | eng\_word = hin\_to\_eng(j) |
|  | polarity\_after\_intensifiers = polarity\_after\_intensifiers + (sia.polarity\_scores(eng\_word).get('compound')\*2) |
|  | after\_intensifiers.remove(i) |
|  | else: |
|  | polarity\_after\_intensifiers = polarity\_after\_intensifiers + (polarity\_finder(j)\*2) |
|  | after\_intensifiers.remove(i) |
|  |  |
|  | for i in after\_intensifiers: |
|  | temp\_co\_oc\_list = [] |
|  | temp\_co\_oc\_list.append(after\_intensifiers[after\_intensifiers.index(i)-1]) |
|  | temp\_co\_oc\_list.append(i) |
|  | co\_oc\_list.append(temp\_co\_oc\_list) |
|  |  |
|  | co\_oc\_list.remove(co\_oc\_list[0]) |
|  | co\_oc\_final\_list = [] |
|  |  |
|  | for i in co\_oc\_list: |
|  | co\_oc\_string = ' ' |
|  | co\_oc\_string = co\_oc\_string.join(i) |
|  | co\_oc\_final\_list.append(co\_oc\_string) |
|  |  |
|  | for i in co\_oc\_final\_list: |
|  | if co\_occurrence\_polarity(i) != None: |
|  | co\_oc\_polarity = co\_oc\_polarity + co\_occurrence\_polarity(i) |
|  | split\_string = i.split() |
|  | for j in split\_string: |
|  | for k in after\_intensifiers: |
|  | if j == k: |
|  | after\_intensifiers.remove(k) |
|  |  |
|  | for i in after\_intensifiers: |
|  | if polarity\_finder(i) == None: |
|  | sia = SentimentIntensityAnalyzer() |
|  | eng\_word = hin\_to\_eng(i) |
|  | total\_polarity = total\_polarity + (sia.polarity\_scores(eng\_word).get('compound')) |
|  | else: |
|  | total\_polarity = total\_polarity + (polarity\_finder(i)) + co\_oc\_polarity + polarity\_after\_intensifiers |
|  |  |
|  | return total\_polarity |
|  |  |
|  |  |